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Abstract

Objectives. This paper examines the various approaches to analyzing the impact of software changes, and suggests
a new method using function control flows. Impact analysis of software change can require the investment of a lot
of time and competence on the part of the expert conducting it. There is no detailed description of methodology for
analyzing the impact of changes and it is not established at a legislative level. The proposed method has three aims:
reducing the level of requirements for an expert when conducting software research; localizing code areas to establish
defects in information protection functions; and reducing the time spent on analyzing the impact of changes.
Methods. The study analyzes the common methods for analyzing software changes with a description of their
positive and negative sides. The possibility of analyzing changes in the control flow of software functionsis considered
as an alternative to line-by-line comparison of the full volume of source codes. Represented as tree-shaped graphs,
the control flows of different versions of the same software are subject to a merging procedure. The final result
is analyzed by an expert from the research organization.

Results. The research results of the software change analysis methods are presented with a description of their
disadvantages. A description is given of the method for change analysis using function control. This complements
existing methods, while eliminating their disadvantages. The study also analyzes the possibility of using this method
beyond the tasks defined in the introduction.

Conclusions. The use of methods to localize the most vulnerable code sections is considered one of the most
promising areas for analyzing change impact. In addition to searching for vulnerable code sections, it is important
to evaluate the effectiveness of the control flow comparison method in the analysis of source code when transferred
to another code base.

Keywords: static analysis, cryptographic protection tool, change impact analysis, graph merging, program code
analysis

© A.A. Legkodumov, B.N. Kozeyev, V.V. Belikov, A.V. Korolkov, 2024


https://doi.org/10.32362/2500-316X-2024-12-2-7-15
mailto:studkkso0416@mail.ru
mailto:kozeev.boris2018@yandex.ru

Methods for analyzing the impact of software changes Alexander A. Legkodumov,
on objective functions and safety functions etal.

e Submitted: 02.08.2023 ¢ Revised: 25.09.2023 ¢ Accepted: 05.02.2024

For citation: Legkodumov A.A., Kozeyev B.N., Belikov V.V., Korolkov A.V. Methods for analyzing the impact of software
changeson objective functions and safety functions. Russ. Technol. J. 2024;12(2):7—-15. https://doi.org/10.32362/2500-
316X-2024-12-2-7-15

Financial disclosure: The authors have no a financial or property interest in any material or method mentioned.

The authors declare no conflicts of interest.

HAYYHAA CTATb4

MeToabl aHAJIU3A BJAUAHUA U3MEHEHUN
NPOrpaMMHOI0 O0ecreYeHUs HA 1eJieBble PyHKIUU
U PyHKUUHN 0€30IACHOCTH

A.A. NNerkopymos - @,
B.H. Ko3eeB 2: @,

B.B. Benukos 3,

A.B. Koponbkos 3

1 CPE Jlabopatopus, Mocksa, 127083 Poccus

2 AJIbA-BAHK, Mocksa, 107078 Poccusi

3 MUP3A — Poccuiickuii TexHonornyeckmii yamsepceutet, Mocksa, 119454 Poccus

@ AsTop Ansa nepenvcku, e-mail: studkkso0416@mail.ru, kozeev.boris2018@yandex.ru

Pe3iome

Llenun. B ctatbe paccMaTpuBaloTCs pasivyHble NoaxoAbl K BbIMOJAHEHUIO MPoLeaypbl aHann3a BANAHNUS N3MEHEHN
nporpammHoro obecneyveHus (MO) Ha ero 6€30MacHOCTb, a TakXke NPeasoXeH HOBbIN MeTo, MPOBEAEHUS NMPOoLeay-
pbl aHaNM3a, NCMNOJb3YOLWNIA NOTOKN yNpaBneHns GyHKUMIA. AHaNn3 BIUsSHUS naMeHeHni NO — 4OoCTaTovyHO TPYAO-
emMkas npoueaypa, TpebyoLwas 3HaYNTENIbHbIX BDEMEHHbIX 3aTpaT U Hann4msg Heo6xoaMMOM KOMNETEHLMN Y NPO-
BOASILLIErO ee aKcnepTa. MeToamka NpoBeaeHNs aHanm3a BNnaHUS naMmeHeHni MO He MeeT AeTanbHOro OnNMcaHus
M He 3akpersieHa Ha 3aKkoHOAaTeNbHOM ypoBHe. Llenb npepnaraeMmoro Metoaa — CHUXEHME YPOBHS TpeboBaHMA
K 9KCnepTy, NpoBoAsLemy nccnenosanuve NO; nokanusauma obnacTtenn Koaa Ans UCCNefoBaHUA Ha Hanuyve ae-
deKkToB B PyHKUMAX, 06ecneymBaowLmx 3amTy MHGOopMaLMm; CoKpaLlleHe BpeEMEHN, 3aTpayMBaeMoro Ha npoBe-
[eHne aHann3a BANSHUA NUSMEHEHWNIA.

MeTopabl. [lpoaHann3npoBaHbl HaMboJsiee pacnpPoCTPaHEHHbIE METOAbI aHaNIN3a N3MEHEHWNIA: MOCTPOYHOE CPaBHe-
HUe, cMcTemMa yrnpasiieHUs BEPCUAMM, BbINOIHEHNE aBTOMaTU3NPOBAHHbIX TEKCTOB. [pnBeaeHO onncaHue nosao-
XUTENbHbIX N OTpULATENbHbIX CTOPOH METOA0B aHann3a. PaccMoTpeHa BO3MOXHOCTb aHann3a M3MeHEHNM NoToka
ynpasneHms yHkumamm MO kak anbTepHaTyBa CTaHOAPTHOMY NOCTPOYHOMY CPaBHEHMIO MOJIHOFO 00beMa NCX0oa-
HbIX TEKCTOB. Mocne NocTpoeHus NOTOKM YNpaBieHUs pasnunyHbix Bepcuii ogHoro MO, npeacTaBneHHble B BUOE
OpeBOBUAHbIX rpadoB, NPOXOAAaT Npoueaypy 06beanHeHNs. KOHeYHbIN pe3ynbTaT aHaIn3npyeTcs SKCNepPTOM.
Pe3ynbTathl. [1prBeaeHbl pesynbTaTbl UICCNef0BaHNSA METOO0B aHanu3a naMmeHeHuin NO ¢ onncaHMem HepgocTat-
KoB. lpencraBneHo onucaHve MeTona MpPoBeAEHUSA aHann3a U3MEHEHWUIM, UCMOJMb3YIOLLEro NOTOK YrNpaBieHus
GYHKUMN, KOTOPbIV LONOMHAET CYLLECTBYIOLLME METOObI, YCTPAHASA UX NPeACTaBIEHHbIE HegoCTaTKW. [poaHannan-
poBaHa BO3MOXHOCTb MPUMEHEHNS AAHHOIo METOAa 3a paMkaMu 3a4a4, onpeneneHHbIX BO BBEAEHUM.
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BbiBoabl. VIcnonb3oBaHMe METOA0B, JIOKANN3YIOLWMX Hanbonee yasBuMble y4aCTKM KOOA, BbIOENeHO Kak OAHO
13 Hanbosiee NepcneKkTUBHbLIX HaMNpaBeHUn Ais NPoBeAeHNs aHann3a BANAHUA N3MEHeHUn. NMoMnMo noucka yss-
BUMBbIX Y4aCTKOB KOJa, BaXHOM ABNseTCA oueHka a(pPekTUBHOCTN METOAa CPaBHEHMA MOTOKOB YrpaB/ieH!s B aHa-
NIM3€e UCXOJIHOr0 KOofia Npu ero nepexoje Ha Apyrylo koaosyto 6asy.

KnioueBble cnoBa: CTaTM4eCKnin aHanna, CPeaCcTBO KPUNTOrpadmn4eCckon 3amTbl, aHaNnU3 BIAUSHUA U3MEHEHWA,

ob6beanHeHve rpadoB, aHanM3 NPorpamMMHOro koga

e Moctynuna: 02.08.2023  fopaboTaHa: 25.09.2023 * MpuHaTa k ony6nukoeaHuio: 05.02.2024

Ansa umtuposanus: JlerkogymoB A.A., Kosees b.H., bennkos B.B., Koponbkos A.B. MeToabl aHann3a BAMsHUS U3MeHe-
HUI NporpamMMHoro obecneyeHuns Ha LeneBble GYHKUMN U QyHKUMK 6e3onacHocTn. Russ. Technol. J. 2024;12(2):7-15.
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Mpo3payHocTb hpMHAHCOBOIN AeATEJNIbHOCTU: ABTOPbI HE UMEIOT PMHAHCOBOM 3aMHTEPECOBAHHOCTM B NPEACTAB/IEH-

HbIX MaTepunanax nin metogax.

ABTOpbLI 32aBNSI0T 00 OTCYTCTBUWN KOHMNNKTA MHTEPECOB.

INTRODUCTION

Software is deeply integrated into the life of modern
man. It is used in medical equipment, cars, banks,
airplanes, phones, and many other areas. Much of today’s
software interacts with the personal data (PD) of its users
ormay even be installed at a critical facility (CF) allowing
interaction with highly valuable data. Compromised CF
or theft of PD can result in infrastructure destruction,
facility control failure, theft of user resources, and other
negative consequences. The security of user data and
infrastructure requires embedding certified information
security equipment (CISE). This can be specialized
software designed to protect private information [1]. In
order to protect against new threats, new information
security features are constantly being added to the
source codes of the information security software, or
existing ones are changed. After such a change, special
examination of CISE needs to be carried out. The need
for such examination is justified by orders of the Federal
Service for Technical and Export Control (FSTEC)! and
the Federal Security Service of Russia.?

Developing and maintaining any software is
a continuous process wherein the existing functionality
is constantly changing. New functions are added, coding
styles are updated, optimizations are made, and errors
are corrected. Any change made to the software or
hardware product (hereinafter referred to as a product)
may have an unpredictable impact on a certain part or
even on all functions performed by the product. The

more changes made to the product, the more difficult it is
to trace their impact. In order to detect the changes made,
and to establish their nature and quality, a special study
called change impact analysis (CIA) [2] is conducted.
This is performed, in order to test the software used and
to determine the degree of risks associated with any
changes made.

Note: in the following text, the expert referred to is
an employee of a testing laboratory involved in the CISE
change impact analysis.

CIA is a labor-intensive procedure. A significant
amount of work is performed manually by the expert
and the developer of the protection system. Based on the
results of CIA, the aim of the expert is to obtain answers
to the following questions:

1. Which program modules and functionalities
would be affected by the specific change and how
exactly?

2. Would this implementation affect the functionality
of the application or individual application
modules?

Orders No. 55 of the Federal Security Service
of Russia and No. 66 of FSTEC the CISE state
that CIA is required after each change. In this way
a significant number of changes may accumulate
between two versions of the same product, thus
increasing the working time of the expert. Thus, the
complexity and the amount of resources spent on CIA
is additionally affected. Furthermore, a special study

! Paragraph 71 of the FSTEC Order No. 55 from April 03, 2018 “Regulation on the Information Protection Equipment Certification

System.” The paragraph of the Order specifies that the developer of an information protection system should conduct tests of the
information protection system involving a testing laboratory (in Russ.). https://fstec.ru/dokumenty/vse-dokumenty/prikazy/prikaz-fstek-
rossii-ot-3-aprelya-2018-g-n-55. Accessed May 02, 2023.

2 Paragraph 41 of the Order of the Federal Security Service of Russia No. 66 dated February 09, 2005 “Regulations on the
Development, Production, Implementation, and Operation of Encryption (Cryptographic) Means of Information Protection (Regulations
PKZ-2005).” The paragraph specifies that all changes in the design of cryptographic information protection means and their manufacturing
technology should be coordinated by the manufacturer of cryptographic information protection means with a specialized organization
and the Federal Security Service of Russia (in Russ.). http://pravo.gov.ru/proxy/ips/?docbody=&prevDoc=102900265&backlink=1&nd
=102097894&rdk=0. Accessed May 02, 2023.
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is required to be conducted by an expert from a third-
party organization, unfamiliar with the software and
organization of the internal operation of the CISE
functions. All the above constitutes the main problem
of change analysis [3].

The expert conducting CIA should be highly
qualified. They are required to possess:

e an understanding of the software operation;

e knowledge of the programming language in which
the product is developed;

¢ an understanding of the operation of libraries used in
the product implementation;

e the ability to search for changed code sections and
analyze these sections to evaluate the impact of
changes on the product functionality.

The paper considers different approaches to
conducting CIA. It presents a method aimed at
optimizing the analysis, in order to reduce the level of
requirements of the expert and reducing the time needed
to obtain meaningful results. When used in this paper,
meaningful results are understood to be finding code
changes and determining their impact on the CISE
quality characteristics.

1. ANALYSIS OF EXISTING CIA METHODS
1.1. Line-by-line comparison

Line-by-line comparison is a method by which an
expert performs a line-by-line comparison of different
source code versions of the same product, in order to
find and evaluate differences. The procedure can be
performed using software source code comparison
tools such as Beyond Compare®, Araxis Merge* or the
Linux built-in diff utility. Source code modification for
this method consists of deleting, adding, or changing
a line. In most practical cases, the changes found during
line-by-line comparison are erroneous insertions which
have no effect on functions implemented by the product.
Changes which can be classified as erroneous can be
divided as follows:

e changing the names of functions or variables;

e removing or adding line breaks;

e deleting or adding comments;

e deleting or adding code lines which do not relate
to the functionality implemented by the product (if
only not regulated by requirements).

The latter represents idle code sections [4]. This
may be code which only participates in developer
tests or operates in a certain environment. In addition
to erroneous occurrences, this method is relatively

3 https://www.scootersoftware.com/. Accessed May 02,
2023.

4 https://www.araxis.com/merge/index.en. Accessed May 02,
2023.

ineffective in situations when the product code base
switches to another programming language. In this case,
any line could be marked as mismatched by automatic
analysis tools.

The advantage of this method is that it covers the
entire volume of software source code, thus enhancing the
possibility of detecting a vulnerability when compared
to automated analysis [5]. However, line-by-line
analysis is a very costly procedure requiring a lot of
expert man-hours along with an in-depth knowledge of
the programming language.

1.2. Version control systems

In order to reduce the amount of work performed
“manually” by the expert of the research organization,
the development company may provide additional
materials together with the research materials. These
may be, for example, the history of changes generated
by a version control system. In modern practice,
a version control system is used to optimize the
organization of work of several developers on any
given product.

This system consists of software to facilitate the
management of changing information. This allows
changes in the program code to be tracked. It also
enables version control, organizing the simultaneous
work of several developers, supporting several
development directions, and ensuring their interaction.
The use of information about source code modifications
focuses the attention of the expert and simplifies its
understanding.

The advantage of this method is that the change
report can be built in automatic mode. There is no
need for a separate search of every change by using
the line-by-line comparison of two source code
versions [6]. However, this advantage contains its main
disadvantage. Due to the widespread use of version
control systems, the history of changes is available
when developing most software. Despite this, the
examination can be difficult since the quality of the
description of changes depends directly on the employee
engaged in describing the changes made during the
development. The generated report or change history
may provide incomplete or even incorrect information
which may hinder a correct CIA.

1.3. Automated tests

Another CIA method implies comparing the test
results of two versions of the same software. This
method enables checking and confirming that the logic
of functions has not changed. This method allows any
changes leading to the appearance of defects in the
operation of product functions and safety functions to
be tracked [7].
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The advantages of this method include the possibility
of automating testing of a large amount of data. However,
any conclusion based on test results cannot be considered
reliable, since the developer may add undocumented
features to the software. The tests are based on known
product features and cannot signal the presence of
a software anomaly. Although automated test systems
are quite capable of finding errors when changes are
implemented incorrectly, the automated test approach
may show incomplete or incorrect results in the context
of the tests being performed [8]. Depending on the code
size being tested and the quality of changes being made,
the test set or regression testing, as another approach,
lose out to CIA in terms of the amount of resources spent
and accuracy [9]. The advantage of CIA is the possibility
of testing separate code sections while ignoring the rest
of'the protection system. Thus, testing modified software
using common practices may not be enough to ensure
compliance with security requirements. Some code
parts may require double checking, deeper analysis, or
another approach to testing [10]. The disadvantages of
the method also include additional work on creating or
modernizing tests for software, if existing functionality
has been added or removed. In rare cases, experts of
research organizations have to work with incomplete
source code, excluding the possibility of conducting
CIA using tests.

2. METHOD FOR CONDUCTING CIA

The main problem with CIA is the amount of
resources required to conduct it, whether in terms
of time required by experts or software knowledge.
In order to reduce the time required to analyze test
results or carry out line-by-line comparison, the
difference in the product logic and the relationships
between the functions of the first and second versions
of the product may be analyzed [11]. Analysis using

the proposed method is divided into the following
steps:

o performing static analysis of software to obtain data;

e building the function call sequence based on the data
obtained as a result of static analysis [12];

e representing the function call sequence in the form
of a tree-shaped graph [13];

e combining the tree-shaped graphs of two versions.
The static analysis of source codes should result in

the following data:

o data types used;

e class structures;

e function call sequence [14].

The resulting root graph representing the software
control flow shows the first function in the control flow
as a root. The graph nodes are other functions which
participate in the call chain [15]. In the process of
merging the plotted tree-shaped graphs, deleted or added
nodes are selected. Based on data obtained from the new
graph, the expert can develop hypotheses.

The following hypotheses are selected for testing:

e the node is deleted, implying the functionality is
excluded from the software or transferred to another
node;

o the node is added, implying a new functionality
has been added to the software or it is a transferred
functionality from a remote node;

e the order of node calling is changed, meaning changes
in the data processing logic have taken place.

We shall consider the following example. Figures 1
and 2 show the sequences of function calls in the form
of root graphs G, and G,. The main node is the initial
call of all other software functions. The func N node
represents any function implemented in the software,
where N is a number from 1 to the maximum possible
number of function calls.

The result of merging graphs G, and G, is shown
in Fig. 3.

main
func_1 func_2 func_3
/ \ ! !
func_4 func_5 func_6 func_7
func_8 func_9 func_10 func_11

Fig. 1. Flow of function calls for the old software version represented as a tree-shaped graph
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main

func_12

func_4

func_13

func_7

2N

func_9 func_10 func_11

Fig. 2. Flow of function calls for the new software version represented as a tree-shaped graph

main
func_1 f 2 f &
/ A \ \ 2
func_4 func_12 func_5 func_6 func_7
/ A \ / \
f 8 func_13 func_9 func_10 func_11

Fig. 3. Result of merging two graphs

Based on the data obtained, the following hypotheses
are proposed for testing:

e the func 12 node is added to the left branch.
Hypothesis: the node implements new
functionality;

o the middle branch has undergone most changes. The
func 2 and func_8 nodes are removed. Hypothesis:
new func 13 node has either new functionality or
implements the capabilities of func 2 and func_8;

e the top func 3 node in the right branch is removed.
Hypothesis: the functionality is removed completely
or moved to the nodes below it.

Thus, the task is localized and reduced to the task of
analyzing versions of specific functions with no direct
interaction with the software source code:

e in the left branch, the impact is determined by
analyzing operation of func 12;

e in the middle branch, the impact is established
by analyzing the result of comparing func 2 and
func 8 nodes with func 13 node;

e in the right branch, the impact is established by
measuring the significance of the functionality

implemented by func 3 and checking the
code (using the search program) for the presence of
the func 3 implementation in the nodes below it.

CONCLUSIONS

This paper considers the most common methods and
tools used to conduct CIA. It also presents the concept of
a new method aimed at remedying the disadvantages of
the existing methods for studying the impact of software
changes on its security. The advantage of the method
is in its ability to calculate code sections which have
undergone the biggest changes even before the expert
interacts with the source code directly.

In addition to its use by experts in research
organizations, this method can also be implemented
in software development companies, in order to track
anomalies in software logic during the development phase.

Further research will focus on using the method in
CIA related to transition to a new code base, as well as
on improving the accuracy of identifying vulnerable
nodes when tainted data is used in the analysis.
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